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Abstract:
The main goal of requirements engineering is to establish software requirements specification (SRS). The requirements in SRS are mostly specified in natural languages (NL), therefore, one of the common problems of SRS is requirements ambiguity. The requirement is said as ambiguous when it has more than one interpretation, subsequently, can lead to requirements inconsistency and conflict. Besides, to detect ambiguous requirements manually is time-consuming and tedious process. Thus, this paper presents a tool called SRS Ambiguity Detector, that able to detect automatically the major types of ambiguity; lexical, syntactic and syntax ambiguity. This tool uses ambiguity words from the ambiguity handbook to detect lexical ambiguity, while, parts of speech (POS) tagging technique has been applied to detect syntactic and syntax ambiguities. Evaluation was conducted to assess the effectiveness, and the result has shown that the proposed tool able to identify more ambiguous requirements as compared to manual detection.
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1. INTRODUCTION
Requirements engineering (RE) is a systematic process to elicit, analyse, model, and document requirements for the software to be developed. Software Requirements Specification (SRS) is the final output of RE and typically, the requirements in SRS are written in natural languages (NLs) format, such as English language (Fockel and Holtmann, 2015). However, major issue of NLs documents is ambiguous. Ambiguity can be defined as the possibility to understand a phrase or word in several different meanings (Gill et al., 2014). Therefore, it is crucial in RE because ambiguous requirements will be interpreted in different meanings for the same requirements, thus, it can cause requirements inconsistency and conflict. Moreover, performing ambiguity review against SRS is a time-consuming and tedious job. Especially when dealing with a large number of requirements. There are limited tools to support ambiguity detection, and the tools focuses on certain types of ambiguity only (e.g., Gleich et al., 2010; Umber et al., 2011; Sabriye and Zainon, 2017).

The purpose of this paper is to present a tool to help detecting ambiguity of natural language requirements in SRS document. The proposed tool focuses on three main types of ambiguities,
which are lexical, syntax, and syntactic. The following sections discuss on related work, continue with descriptions of the proposed tool, evaluation, and finally the conclusions.

2. RELATED WORK
Ambiguity in NLs SRS documents is unavoidable. The ambiguity in NLs can be categorized into: lexical, syntactic, syntax, semantic, and pragmatic ambiguities (Berry, et al., 2003). Lexical ambiguity is in which one word or phrase has several interpretations (Bano, 2015). For example, the users of the system are administrators and customers. They need to log in to the system. The term “they” is an ambiguous word because of unclear of reference: it can be either the customers or the administrators, or it can be both that need to log in to the system. While, syntactic ambiguity occur when the sentence contains vague words, such as, quickly, and accurate (Gleich et al., 2010). As for examples, “the system must accept accurate information only”, is an ambiguous requirement because the term “accurate” are vague word that can cause syntactic ambiguity. Moreover, syntactic ambiguity also happens when a sentence contains more than one logical condition such as and and or. As for semantic or scope ambiguity, it appears when sentence has several understandings based on its scenario without containing lexical, syntax, and syntactic ambiguities and mostly occurs when the scope of all things include the scope of one thing (Sabriye and Zainon, 2017). For example: “all citizens have myKad”. This example can be: “Every citizen has an individual myKad” or “All citizens have the same myKad”. Pragmatic ambiguity is type of ambiguity focuses on the relationship between the meaning of the sentences and its environment or context. It depends on the context of the requirements, including the background of the reader. For example, two different readers with different background education can interpret the requirements into two different ways (Gleich et al., 2010). In addition, syntax ambiguity (Nigam, 2012), this ambiguity is a specific type of error, which occurs, if the sentence does not end with a full stop (.), or if the sentence is a passive voice: for example, “the records of the customers must be documented.” is a syntax ambiguity because the doer of the action is missed.

Many researchers addressed ambiguity problems in NLs SRS documents using different natural language processing (NLP) based techniques and tools. For example, work done by Beg et al., (2008) proposed NLP based tool and technique for detecting lexical ambiguity in NLs SRS documents. The weakness of this tool is that it detects ambiguity efficiently if the requirements in NLs SRS document contain no more than 6 words. RESI(Korner and Brumm, 2009) isa tool developed to help software analyst to work on software requirements documents. The tool able to present to the user the ambiguous requirements in the document and provides the possible meaning of each word. This feature will help analyst to make changes to the document easily. This tool used POS tagger technique in order to detect ambiguities. However, the main drawback of this tool is that it only focuses on nouns and verbs. While, Gleichet al. (2010) proposed an automated ambiguity detection tool to detect lexical and syntactic ambiguities, as well as provides an explanation about the source of the ambiguity. The tool refers to a list of ambiguity words in the ambiguity handbook in order to detect ambiguous words. Whereas, Gulia and Choudhury (2016) have proposed a tool that analysed requirements specification using standard POS tagger and parser tool to create sequence and activity diagrams. This tool helps users to generate different diagrams (i.e., activity and sequence diagrams) from the same requirements specification in order to reduce the ambiguity. Recent work is by Sabriye and Zainon(2017), in which they have developed a tool to detect two types of ambiguities: syntactic and syntax ambiguity using a part of speech (POS) tagging technique. A summary of related work on tools to detect ambiguity in NLs SRS documents is as shown in Table 1.
Table 1: A Summary of tools that support ambiguity detection in NL’s requirements

<table>
<thead>
<tr>
<th>Tool/Work</th>
<th>Type of Ambiguity</th>
<th>Technique</th>
<th>Features/Limitations</th>
</tr>
</thead>
<tbody>
<tr>
<td>A method to deal with lexical ambiguity in SRS (Beg et al., 2008).</td>
<td>Lexical</td>
<td>single algorithm created in their research.</td>
<td>Limited to 6 words only</td>
</tr>
<tr>
<td>RESI Tool (Korner and Brumm, 2009).</td>
<td>noun and verb</td>
<td>POS tagging</td>
<td>- It presents the users a dialog system as soon as the document is ambiguity.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- It provides the meaning of each noun and verb, so it easy analyst to change.</td>
</tr>
<tr>
<td>Automatic ambiguity detection tool in SRS (Gleich et al., 2010).</td>
<td>Lexical and Syntactic</td>
<td>POS tagging</td>
<td>- Only cover 2 types of ambiguity.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- It also provides an explanation about the source of the ambiguity</td>
</tr>
<tr>
<td>SR-Elicitor (Umber, et al., 2011)</td>
<td>Lexical, Syntactic and Semantic</td>
<td>POS tagging</td>
<td>to record and automatically transform the natural language software requirements to a controlled representation using SBVR.</td>
</tr>
<tr>
<td>Ambiguity Detector Tool (Nigam et al, 2012)</td>
<td>Lexical, Syntax and Syntactic</td>
<td>POS tagging and referring corpus of ambiguous words.</td>
<td>POS tagger is used for those words that matched only.</td>
</tr>
<tr>
<td>Automatic Ambiguity detector (Sabriye and Zainon, 2017)</td>
<td>Syntax and Syntactic</td>
<td>POS tagging</td>
<td>Only cover 2 types of ambiguity.</td>
</tr>
</tbody>
</table>

Based on the study, we propose SRS Ambiguity Detector Tool to detect three main types of ambiguities, namely: lexical, syntax and syntactic. The common technique used for the detection, which is POS tagging technique, is also adopted in the proposed tool. The proposed tool aims to tackle the limitations of the previous work.

3. SRS AMBIGUITY DETECTOR TOOL

The scope of this research is limited to detect ambiguities in English language SRS. The proposed tool detects lexical, syntactic and syntax ambiguities by using a POS tagging technique and by referring ambiguity handbook (Berry, et al., 2003). SRS ambiguity detector tool was developed using Visual basic studio and C# Programming language. This section discusses in detail on how the proposed tool detect ambiguities in NLs SRS. Figure 1 presents the flowchart of the proposed tool and the explanation of each step as follows:

Phase 1 – User can upload document (i.e., SRS) into the system. The document can be a collection of sentences or paragraphs in English language and in .txt format. User will be able to browse the uploaded document for confirmation. The system will read the document until reach end of document.

Phase 2 – Each word of the uploaded document is compared with words in Ambiguity Handbook (AHB) dictionary(Berry, et al., 2003). Dictionary is a repository that stores a large number of words from AHB is referred to detect lexical ambiguity. Word in the sentence that is match with the words inside dictionary will be counted and recognized as lexical ambiguity. At the same time, each sentence of the document are also marked to the part of speech (POS) tagger technique which assigns each word of the document the matching tag of POS tagger. POS tagging is a technique which assigns every word in a given sentences into a predefined corresponding parts of speech in English. This technique used to detect syntactic and syntax ambiguity. For syntactic ambiguity, it checks if the sentence marked with the POS tagger contains adjective or adverb. While, for syntax ambiguity, it check if the document tagged with POS tagger contains passive voice and if the sentence does not end with a full stop (.). The system will then compute the total number of lexical, syntactic and syntax
ambiguities. This system checks every word and sentences in the SRS document and marks each type of ambiguity with specific colour. In which, lexical ambiguities are marked as red, syntactic as blue, and syntax as green colour.

Figure 1. The flowchart for SRS Ambiguity Detector

**Phase 3** – The tool will read the next sentence and repeat the detection process until reach end of document. If end of document is reached, then it will calculate the total number and percentage of ambiguity detected for each type of ambiguity. The results (the detected ambiguous requirements) will be displayed in different colours accordingly, in which, red for lexical ambiguity, blue for syntactic ambiguity, and green for syntax ambiguity. The results are also displayed as graph. Figure 2 shows the screenshot of the proposed tool and an example of the output displayed.
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4. EVALUATION

Evaluation was carried out to assess the effectiveness of the proposed tool, in which, comparison was made between manual detection with automated detection using the proposed tool. The material used for this evaluation was based on Gleich et al., (2010). A dataset which contains 20 software requirements written in English that consists of 4 lexical, 4 syntactic, 4 syntax, 4 mixed of lexical, syntactic as well as syntax, and 4 unambiguous software requirements, has been used for the evaluation.

For manual detection, 33 participants, mostly software developer and software analyst, were involved. Explanation and examples of each type of ambiguity were given to the participants prior the evaluation. The dataset was given to all the participants and each participant need to determine whether each requirement in the dataset is lexical, syntactic, syntax, mixed of lexical, syntactic and syntax, or unambiguous. While, for automated detection, the same dataset have been uploaded into the tool. The tool automatically analysed the input and presents the output.

The results from manual detection showed an average 34% were detected correctly by the participants, while the tool managed to detect 100% all type of ambiguous requirements in the dataset. In addition, participants also mentioned that detecting ambiguity manually was very difficult, especially, when the requirement contains mixed types of ambiguities.

5. CONCLUSION

Requirements engineering is one of the crucial phase in software development life cycle. Wherein, the rest of software development phases depend on the requirements, and if the requirements are not correctly stated in the SRS, then it will give tremendous impact to the success of the software. One of the common issues is ambiguity in SRS that can causes different interpretations, which has ultimately; affects the quality of the software to be developed. This issue can be solved by detecting ambiguities at the early phase of software development. Therefore, a tool to detect ambiguities in SRS is presented to improve the quality of SRS. The SRS ambiguity detector tool was developed to detect the main types of ambiguities namely: lexical, syntax and syntactic. Besides, the tool will reduce the amount of effort required for ambiguity reviewing process. The results from the evaluation highlight the effectiveness of the proposed tool. For the next stage, we aim to add...
more features to the tool that will facilitate the reviewing process.
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